**Numpy 1**

**What is NumPy in Python?**

**NumPy** is an open source library available in Python, which helps in mathematical, scientific, engineering, and data science programming. It is a very useful library to perform mathematical and statistical operations in Python. It works perfectly for multi-dimensional arrays and matrix multiplication. It is easy to integrate with C/[C++](https://www.guru99.com/cpp-tutorial.html) and Fortran.

For any scientific project, NumPy is the tool to know. It has been built to work with the N-dimensional array, linear algebra, random number, Fourier transform, etc.

NumPy is a programming language that deals with multi-dimensional arrays and matrices. On top of the arrays and matrices, NumPy supports a large number of mathematical operations. In this part, we will review the essential functions that you need to know for the tutorial on [TensorFlow](https://www.guru99.com/tensorflow-tutorial.html)’

**Why Use NumPy?**

In Python we have lists that serve the purpose of arrays, but they are slow to process.

NumPy aims to provide an array object that is up to 50x faster than traditional Python lists.

The array object in NumPy is called ndarray , it provides a lot of supporting functions that make working with ndarray very easy.

Arrays are very frequently used in data science, where speed and resources are very important.

**Data Science:** is a branch of computer science where we study how to store, use and analyze data for deriving information from it.

**Why is NumPy Faster Than Lists?**

NumPy arrays are stored at one continuous place in memory unlike lists, so processes can access and manipulate them very efficiently.

This behavior is called locality of reference in computer science.

This is the main reason why NumPy is faster than lists. Also it is optimized to work with latest CPU architectures.

**Which Language is NumPy written in?**

NumPy is a Python library and is written partially in Python, but most of the parts that require fast computation are written in C or C++.

**Where is the NumPy Codebase?**

The source code for NumPy is located at this github repository <https://github.com/numpy/numpy>

**github:** enables many people to work on the same codebase.

**How to Install NumPy**

To install NumPy library, please refer our tutorial [How to install TensorFlow](https://www.guru99.com/download-install-tensorflow.html). NumPy is installed by default with Anaconda.

In remote case, NumPy not installed-

C:\Users\*Your Name*>pip install numpy

**Import NumPy and Check Version**

The command to import numpy is:

import numpy as np

Above code renames the Numpy namespace to np. This permits us to prefix Numpy function, methods, and attributes with ” np ” instead of typing ” numpy.” It is the standard shortcut you will find in the numpy literature

**alias:** In Python alias are an alternate name for referring to the same thing.

To check your installed version of NumPy, use the below command:

print (np.\_\_version\_\_)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**What is Python NumPy Array?**

NumPy arrays are a bit like Python lists, but still very much different at the same time. For those of you who are new to the topic, let’s clarify what it exactly is and what it’s good for.

As the name kind of gives away, a NumPy array is a central data structure of the numpy library. The library’s name is actually short for “Numeric Python” or “Numerical Python”.

**Creating a NumPy Array**

Simplest way to create an array in Numpy is to use [Python List](https://www.guru99.com/python-list-comprehension-sort-examples.html)

myPythonList = [1,9,8,3]

To convert python list to a numpy array by using the object np.array.

numpy\_array\_from\_list = np.array(myPythonList)

To display the contents of the list

numpy\_array\_from\_list

**Output:**

array([1, 9, 8, 3])

In practice, there is no need to declare a Python List. The operation can be combined.

a = np.array([1,9,8,3])

**NOTE**: Numpy documentation states use of np.ndarray to create an array. However, this the recommended method.

You can also create a numpy array from a Tuple.

**Mathematical Operations on an Array**

You could perform mathematical operations like additions, subtraction, division and multiplication on an array. The syntax is the array name followed by the operation (+.-,\*,/) followed by the operand

**Example:**

numpy\_array\_from\_list + 10

**Output:**

array([11, 19, 18, 13])

This operation adds 10 to each element of the numpy array.

**Shape of Array**

You can check the shape of the array with the object shape preceded by the name of the array. In the same way, you can check the type with dtypes.

import numpy as np

a = np.array([1,2,3])

print(a.shape)

print(a.dtype)

(3,)

int64

An integer is a value without decimal. If you create an array with decimal, then the type will change to float.

#### Different type

b = np.array([1.1,2.0,3.2])

print(b.dtype)

float64

**2 Dimension Array**

You can add a dimension with a “,”coma

Note that it has to be within the bracket []

### 2 dimension

c = np.array([(1,2,3),

(4,5,6)])

print(c.shape)

(2, 3)

**3 Dimension Array**

Higher dimension can be constructed as follow:

### 3 dimension

d = np.array([

[[1, 2,3],

[4, 5, 6]],

[[7, 8,9],

[10, 11, 12]]

])

print(d.shape)

(2, 2, 3)

| **Objective** | **Code** |
| --- | --- |
| Create array | array([1,2,3]) |
| print the shape | array([.]).shape |

**What is numpy.zeros()?**

**numpy.zeros()** or np.zeros Python function is used to create a matrix full of zeroes. numpy.zeros() in Python can be used when you initialize the weights during the first iteration in TensorFlow and other statistic tasks.

**numpy.zeros() function Syntax**

numpy.zeros(shape, dtype=float, order='C')

**Python numpy.zeros() Parameters**

Here,

* **Shape**: is the shape of the numpy zero array
* **Dtype**: is the datatype in numpy zeros. It is optional. The default value is float64
* **Order**: Default is C which is an essential row style for numpy.zeros() in Python.

**Python numpy.zeros() Example**

import numpy as np

np.zeros((2,2))

**Output:**

array([[0., 0.],

[0., 0.]])

**Example of numpy zero with Datatype**

import numpy as np

np.zeros((2,2), dtype=np.int16)

**Output:**

array([[0, 0],

[0, 0]], dtype=int16)

**What is numpy.ones()?**

**np.ones() function** is used to create a matrix full of ones. numpy.ones() in Python can be used when you initialize the weights during the first iteration in TensorFlow and other statistic tasks.

**Python numpy.ones() Syntax**

numpy.ones(shape, dtype=float, order='C')

**Python numpy.ones() Parameters**

Here,

* **Shape**: is the shape of the np.ones [Python Array](https://www.guru99.com/python-arrays.html)
* **Dtype**: is the datatype in numpy ones. It is optional. The default value is float64
* **Order**: Default is C which is an essential row style.

**Python numpy.ones() 2D Array with Datatype Example**

import numpy as np

np.ones((1,2,3), dtype=np.int16)

**Output:**

array([[[1, 1, 1],

[1, 1, 1]]], dtype=int16)

**numpy.reshape() function in Python**

**Python NumPy Reshape** function is used to shape an array without changing its data. In some occasions, you may need to reshape the data from wide to long. You can use the np.reshape function for this.

**Syntax of np.reshape()**

numpy.reshape(a, newShape, order='C')

Here,

**a**: Array that you want to reshape

**newShape**: The new desires shape

**Order**: Default is C which is an essential row style.

**Example of NumPy Reshape**

import numpy as np

e = np.array([(1,2,3), (4,5,6)])

print(e)

e.reshape(3,2)

**Output:**

// Before reshape

[[1 2 3]

[4 5 6]]

//After Reshape

array([[1, 2],

[3, 4],

[5, 6]])

**numpy.flatten() in Python**

**Python NumPy Flatten** function is used to return a copy of the array in one-dimension. When you deal with some neural network like convnet, you need to flatten the array. You can use the np.flatten() functions for this.

**Syntax of np.flatten()**

numpy.flatten(order='C')

Here,  
**Order**: Default is C which is an essential row style.

**Example of NumPy Flatten**

e.flatten()

**Output:**

array([1, 2, 3, 4, 5, 6])

**Generate Random Numbers using NumPy**

To generate random numbers for Gaussian distribution, use:

numpy.random.normal(loc, scale, size)

Here,

* **Loc**: the mean. The center of distribution
* **Scale**: standard deviation.
* **Size**: number of returns

**Example:**

## Generate random nmber from normal distribution

normal\_array = np.random.normal(5, 0.5, 10)

print(normal\_array)

[5.56171852 4.84233558 4.65392767 4.946659 4.85165567 5.61211317 4.46704244 5.22675736 4.49888936 4.68731125]

If plotted the distribution will be similar to following plot

![Example to Generate Random Numbers using NumPy](data:image/png;base64,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)

Example to Generate Random Numbers using NumPy

**What is numpy.arange()?**

**numpy.arange()** is an inbuilt numpy function that returns an ndarray object containing evenly spaced values within a defined interval. For instance, you want to create values from 1 to 10; you can use np.arange() in Python function.

**Syntax:**

numpy.arange(start, stop, step, dtype)

**Python NumPy arange Parameters:**

* **Start**: Start of interval for np.arange in Python function.
* **Stop**: End of interval.
* **Step**: Spacing between values. Default step is 1.
* **Dtype**: Is a type of array output for NumPy arange in Python.

**Example:**

import numpy np

np.arange(1, 11)

**Output:**

array([ 1, 2, 3, 4, 5, 6, 7, 8, 9, 10])

**Example:**

If you want to change the step in this NumPy arange function in Python example, you can add a third number in the parenthesis. It will change the step.

import numpy np

np.arange(1, 14, 4)

**Output:**

array([ 1, 5, 9, 13])

**NumPy Linspace Function**

Linspace gives evenly spaced samples.

**Syntax:**

numpy.linspace(start, stop, num, endpoint)

Here,

* **Start**: Starting value of the sequence
* **Stop**: End value of the sequence
* **Num**: Number of samples to generate. Default is 50
* **Endpoint**: If True (default), stop is the last value. If False, stop value is not included.

**Example:**

For instance, it can be used to create 10 values from 1 to 5 evenly spaced.

import numpy as np

np.linspace(1.0, 5.0, num=10)

**Output:**

array([1. , 1.44444444, 1.88888889, 2.33333333, 2.77777778, 3.22222222, 3.66666667, 4.11111111, 4.55555556, 5. ])

If you do not want to include the last digit in the interval, you can set endpoint to false

np.linspace(1.0, 5.0, num=5, endpoint=False)

**Output:**

array([1. , 1.8, 2.6, 3.4, 4.2])

**LogSpace NumPy Function in Python**

LogSpace returns even spaced numbers on a log scale. Logspace has the same parameters as np.linspace.

**Syntax:**

numpy.logspace(start, stop, num, endpoint)

**Example:**

np.logspace(3.0, 4.0, num=4)

**Output:**

array([ 1000. , 2154.43469003, 4641.58883361, 10000. ])

Finaly, if you want to check the memory size of an element in an array, you can use itemsize

x = np.array([1,2,3], dtype=np.complex128)

x.itemsize

**Output:**

16

Each element takes 16 bytes.